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Abstract— The paper describes the current state of the 
ongoing project QuASE. This project aims at facilitating 
quality-related communication in software development by the 
following means: a communication platform providing view 
harmonizing mechanisms for the different parties involved in a 
software process; decision making support related to quality 
issues; reuse of experience from former communication; 
prediction of quality-related experience. We describe usage 
scenarios for this approach, and outline its core concepts as 
well as the current progress of its implementation. 

 Keywords- quality, understandability, decision support, 
software development  

I.  INTRODUCTION 
To succeed, software development processes require a 

smooth communication between the different parties 
involved, especially developers and business stakeholders. In 
particular, they need to have a common understanding of the 
quality (and its dimensions) the software under development 
should have; without this, quality-related problems are often 
detected only on later stages of the development lifecycle. 
Obviously, besides of enabling such communication, the 
communicated quality-related information has to be 
managed properly and made available during the software 
process; moreover, as past-experience may help to take the 
right decisions, such information should be provided in a 
way that allows for easy access and analysis. 

To explore ways to a comprehensive solution for these 
issues, the QuASE project1 has been established in 
cooperation with four small or medium sized software 
companies [9-12]. QuASE has two main goals: 

(goal G-1) to establish means for enhancing the quality-
related communication between the different parties 
involved in a software process, especially for developers and 
business stakeholders; these means are based on acquired 
and formalized domain knowledge about quality issues in 
software processes.  

(goal G-2) to support decision making in the software 
process, reuse of quality-related experience, and the 
prediction of the future quality-related behavior of the 
involved parties – based on the collected knowledge. 

This paper describes the current state of the QuASE 
project: In section 2 we define usage scenarios derived from 
the goals G-1 and G-2. Section 3 describes the current 
implementation status of the QuASE tool. Section 4 

                                                           
1  The QuASE Project is sponsored by the Austrian Research 

Promotion Agency (FFG) in the framework of the Bridge 1 program 
(http://www.ffg.at/bridge1); Project ID: 3215531 

addresses related work, and is followed by conclusions and 
hints on future work directions. 

II. QUASE USAGE SCENARIOS 
In the initial project stage, usage scenarios for the 

prospective tool have been elaborated in cooperation with the 
partner companies. These scenarios are presented 
subsequently broken down by four categories: 
understandability management (addressing G-1), reuse and 
analysis (both addressing G-2), and preparation. A more 
detailed treatment of understandability management may be 
found in [11]. 

A. Preparation 
Prior to use the tool for a software development 

endeavor, the user has to specify the working environment in 
terms of context and document elements.  

Following [10], we define QuASE context elements as 
units having particular views on communicated information, 
e.g. projects, organizations and their departments, involved 
stakeholders etc.. QuASE documents are defined as units 
shaping communicated information, e.g. JIRA [1] issues, 
requirement specifications etc..  

For context selection the user chooses from the available 
set of context elements those which are relevant for the given 
project - thus forming a context selector (e.g. the particular 
stakeholders).  

Document selection consists in picking the target 
document(s) out of the available set (e.g. a particular issue or 
a set of issues).  

B. Understandability management  
We distinguish understandability assessment and 

improvement scenarios. 
1) Understandability assessment 

Understandability assessment aims at identifying and 
assessing understandability problems: it involves calculating 
understandability metrics for the source document(s) 
according to the given context, and identifying potential 
understandability problems these document(s) might cause; 
also, recommendations for dealing with these problems are 
within that scenario. 

For calculating the understandability metrics the user (1) 
selects the source context (the original context of the 
document; e.g., the originating company) and the target 
context (i.e., the context to check the document against; e.g., 
the customer representative), (2) selects the document or a 
set of documents, and (3) obtains the values characterizing 
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the effort necessary to understand the document in the target 
context. 

2) Understandability improvement 
Understandability improvement is to minimize the 

(conceptual) distance between a given piece of 
communicated information and the perspective of the target 
party. QuASE aims at supporting translation-based and 
explanation-based improvement: the former focuses on 
purely terminological conflicts where simple substitution of 
terms is sufficient; the latter addresses problems resulting 
from one side’s ignorance of the concepts behind the 
communicated terms. 

For translation (see Fig.1) the user (1) selects the 
document or supplies the arbitrary text, (2) specifies the 
source and target contexts, and (3) obtains a version of the 
specified text with translated (quality or domain) terms. 

 

 
Figure 1.  Prototype UI for translation-based scenario 

For explanation steps (1) and (2) are performed as above; 
in step (3) the user highlights the problematic terms in the 
document and obtains plain text or structured explanations of 
these terms. 

C. Reuse 
Reuse of information from past communication activities 

is based in our approach on applying similarity search 
techniques.  

For document-based similarity search the user selects 
some attributes of a given document (e.g. a specific issue). 
The values of these attributes then are used for the search of 
documents in the systems’ repository, the similarity distance 
of which is below a predefined threshold. Example: (1) the 
user selects the issue I and a subset of its attributes aI 
including ‘emotional tone’ and ‘expressed attitude to the 
project’ and (2) gets the issues with similar values for these 
attributes.  

For context-based similarity search the user selects a 
context element (e.g. stakeholder) with the goal of finding 
similar ones; the similarity distance is calculated based on a 
subset of attributes of the selected context element. In 
addition the system will return the documents that are related 
to the resulting elements. 

Fig.2 shows an example of such scenario: the user (1) 
selects the stakeholder S and a subset of its attributes aS 
including ‘ability to explain’ and ‘attitude to detail’; (2) 
obtains the stakeholders with similar values for these 
attributes and the issues related to these stakeholders.  

Similarity search techniques could also be used as 
building blocks for handling analysis scenarios. 

D. Analysis  
1) Recommendation 

The user goal in such scenarios is to obtain 
recommendations, e.g. a document defining the way of 
working with a given issue, or for communicating with a 
particular stakeholder. We distinguish document-related and 
context-related recommendations, and classify these 
according to their scope: behavior-related recommendations 
describe the appropriate communication behavior; 
capability-related recommendations address user capabilities 
required to deal with the recommendation target (RT), i.e., 
an issue, how to deal with recommendations are desired. 

As an example, a user might select an issue I as RT, and 
obtains in reply the recommendation that ‘a high level of IT 
knowledge’ is required for dealing with I. In such cases, 
attribute values of the given document or context elements 
are used for an automatic recommendation extraction.  

 
 

 
Figure 2.  Prototype UI for context-based similarity search 

In neither scenario the user selects a specific RT attribute 
and obtains in reply a set of recommendations related its 
value ranges. Example: the user selects an issue I and the 
attribute “Attitude to detail of the stakeholder”; this will 
result in recommendations for different value ranges of that 
attribute.  

Fig.3 shows the prototype UI supporting both scenarios. 
 

 
Figure 3.  Prototype UI implementing recommendation scenarios 

2) Prediction  
Predictions are based on historical data from previous 

development projects available in the QuASE knowledge 
base. They support decision making, e.g. concerning 
communication strategies, or issue handling schedules (based 
on estimated processing times). 

Computing predictions starts from attribute values of the 
given prediction target (PT), i.e., again documents or context 
elements.  
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In a value prediction scenario the user selects an attribute 
ap of the PT p and obtains the predicted (computed) value of 
ap. The computation is based on the value distribution for that 
attribute within the QuASE knowledge base restricted to 
elements similar to p. A more sophisticated prediction yields, 
instead of a single value, an ordered set of values (or value 
intervals), each ranked with a derived probability. Fig.4 shows 
the prototype UI for such scenario (with confidence degrees 
based on value range probabilities). 

In a value-based what-if analysis scenario the user 
investigates the impact of changing metric values: in 
particular, the user can change the values for one (source) PT 
attribute (or a subset of attributes) and observe the changes 
of predicted values of another (target) attribute. 

 

 
Figure 4.  Prototype UI implementing value prediction scenarios 

3) Decision support  
The goal of decision recommendation is to obtain, for a 

given decision case, recommendations based on prior 
decision data: either as assessments of the current decision 
alternatives or by ranking alternatives according to particular 
criteria. Example: the user selects an issue I and, as decision 
type “selecting contact point for communication”; as a result, 
he obtains a ranked set of alternatives for this decision 
extracted from prior decisions made for similar issues. Fig.5 
shows the prototype UI supporting such scenario. 

 
 

 
Figure 5.  Prototype UI for decision recommendation scenarios 

The decision-based what-if analysis scenario describes 
situations, in which the user investigates the impact of 
making a particular decision: in detail, he selects alternatives 
and observes their effect on the value of relevant target 
attributes. E.g., the user might study, how selecting different 
contact points for dealing with issue I influences I’s time to 
handle. 

III. IMPLEMENTATION ISSUES 

A. Core Implementation Concepts 
In this section, following [10], we present the set of core 

implementation concepts that form the foundations of the 
QuASE knowledge base (QuIRepository); the structure of 
this knowledge is depicted in Fig.6.   

 

 
Figure 6.  Generic structure of QuIRepository 

1. QuASE site: owner of the given QuASE installation, e.g. 
a particular software provider; it defines the structure for 
context elements and documents.  

2. QuASE context and QuASE documents: correspond to 
the definitions provided in Section 3: document units 
can be related to particular context elements.   

3. QuASE knowledge: quality and domain knowledge that 
is subject of communication and harmonization. We 
organize it into knowledge modules representing 
particular views belonging to context elements; 

4. QuASE content: the information that has to be 
communicated. It is shaped by document units and 
interpreted according to the respective knowledge. 
Dealing with the content is decoupled from dealing with 
their holder documents; i.e., we can think of this content 
as of a uniform stream of data.  

To support understandability management, the QuASE 
knowledge modules are organized into a modular ontology 
(QuOntology). We thus provide a framework for translating 
between world views [9, 10, 13] by switching  between 
configurations of context-specific modules that are used for the 
content stream interpretation [11]. In reuse and analysis 
scenarios, the routines for similarity search, decision support, 
and classification operate with the above structures through the 
QuIRepository interface. 

B. Knowledge and Data Acquisition 
The current context and document configuration depends 

on the specific QuASE site configuration. In addition to using 
a modular ontology at runtime to support understandability 
management as outlined in [11], we propose a static 
ontology-based approach to define the QuIRepository 
structure at deployment time. We concentrate here on context 
and document configuration; a similar approach is defined to 
specify the configuration of available QuOntology modules. 

In this approach, we start with a context/document domain 
ontology, that is customized by specializations to site-specific 
ontology for a given application environment. At deployment 
time, this ontology is used to generate the site-specific 
database structure. To acquire the ontological knowledge, a 
notation for specifying context and document configurations is 
used, which will be supported by the metamodeling tool 
ADOxx (http://www.adoxx.org) to allow the responsible IT 
people to easily create and modify the desired configuration. 
The obtained ontological knowledge is then converted into 
OWL and used for database schema generation.  

163164



After acquiring the knowledge and generating the site-
specific QuASE data store, it is necessary to transfer the data 
from the existing repositories (JIRA databases, file-based 
repositories etc.) into this store. The process is described in 
[10]; it involves applying the mapping specifications 
generated from the above ontological structures; these 
specifications take into account the current site-specific 
database structure and the specifics of the source repository. 

C. Current State of Tool Support Implementation 
The overall architecture of the QuASE tool consists of 

three layers: On the back-end there is a Java application 
(QuASE core) responsible for the logic and data/knowledge 
access.  The client's web application is implemented as 
single page JavaScript application, hosted on the Django 
Framework (Python). Back-end parts of the solution 
communicate with each other by RabbitMQ. 

Currently, a team of four software developers together 
with a team leader work at different components of the 
system. As an example, we outline here the implementation 
of the context selector functionality. Its goal is to support the 
selection scenario depicted in Section 3. 

On the current stage of implementation, the context selector 
consists of two parts: the organizational unit as a component of 
the company’s structure, and a specific user or a group of users. 
The corresponding implemented scenario consists of the 
following steps: (1) selecting the organizational unit; (2) 
selecting the user or user group; (3) obtaining the list of 
documents from this context. Following the static ontology-
based approach, the QuASE data schema is defined at 
deployment time based, in part, on the context/document 
ontology expressed in OWL2. To support this, the physical 
data model for the QuASE storage contains the tables 
corresponding to meta-classes, specific instances of these meta-
classes and instance attributes (holding scalar values or the 
links to other instances).  

 

IV. RELATED WORK 
The approach discussed here belongs to the category of 

solutions that facilitate storing, reusing, adapting, and 
analyzing the development knowledge (experience 
management solutions [7, 8]) based on applying knowledge 
management techniques to software engineering [2, 3].  

Among these, from the point of view of addressed 
software process qualities, we can distinguish solutions 
separately addressing decision support quality [4] and 
understandability of the particular categories of 
development-related artifacts [5, 6, 14]; the problems of 
reusability of communicated information are not addressed 
broadly. An additional common problem is that, as a rule, 
such solutions only consider the view of IT people.  

The advantage of the QuASE approach is that it aims at an 
integrated solution that 
(1) targets understandability and reusability of 

communicated information, as well as decision quality,  
(2) handles understandability of generic fragments of 

communicated information (with emphasize on software 
quality) which are contained in documents,  

(3) takes into account the views of all involved parties.  

V. CONCLUSIONS AND FUTURE WORK 
In this paper, we outlined the main goals of the QuASE 

project and described its usage scenarios. The proposed 
approach facilitates effective communication in the software 
process by reducing the effort required from the parties to 
understand each other, especially while dealing with 
software quality, and making possible learning from past 
communication experience.  

Next we will complete the QuASE tool by implementing 
all usage scenarios; this also involves acquiring real-world 
knowledge and data into QuOntology modules and 
QuIRepository structures. The �-Version of the tool will then 
be rolled out to the partner companies for a first proof of 
concept in practice. 
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